**Alert:**

1. Simple Alert
2. Prompt Alert
3. Confirmation Alert\

**Simple Alert:**

A *simple alert* just has an***OK*** button on them. They are mainly used to display some information to the user. The very first alert on the test page is a simple alert. The following code will read the text from the *Alert* and then accept the alert.
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**Prompt Alert**:

In prompt alerts, you get an option to add a text field to the alert box. This is specifically used when some input is required from the user. You can use the ***sendKeys()***method to type some text in the Prompt alert box.
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**Confirmation Alert**: This type of alert comes with an option to accept or dismiss the alert. In order to accept the alert, you can use the Alert.accept() and to dismiss, use Alert.dismiss()

![Confirmation alert - Alerts in Selenium - Edureka](data:image/png;base64,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)

* IAlert alert = driver.SwitchTo().Alert();

alert.Accept();

* IAlert alert = driver.SwitchTo().Alert();

alert.Dismiss();

* IAlert promptAlert = driver.SwitchTo().Alert();

promptAlert.SendKeys("Text to input");

* IAlert alert = driver.SwitchTo().Alert();

string alertText = alert.Text;

* // Replace "username" and "password" with actual credentials

IAlert authAlert = driver.SwitchTo().Alert();

authAlert.SetAuthenticationCredentials("username", "password");

* IAlert alert = driver.SwitchTo().Alert();

alert.AcceptAndClose();

* IAlert alert = driver.SwitchTo().Alert();

alert.DismissAndReturn();

* IAlert alert = driver.SwitchTo().Alert();

alert.AcceptAndReturn();

Windows:

List<string> windowHandles = new List<string>(driver.WindowHandles);

driver.SwitchTo().Window(windowHandles[1]);

driver.Navigate().GoToUrl("https://www.example2.com");

driver.SwitchTo().Window(windowHandles[0]);

// Now you're back on the first window/tab

driver.Navigate().GoToUrl("https://www.example.com");

**Get default window Handle:**

string currentWindowHandle = driver.CurrentWindowHandle;

driver.SwitchTo().Window(currentWindowHandle);

**Code to switch between two windows based on string:**

List<string> windowHandles = new List<string>(driver.WindowHandles);

string desiredWindowTitle = "Your Desired Window Title";

foreach (string handle in windowHandles)

{

driver.SwitchTo().Window(handle);

if (driver.Title == desiredWindowTitle)

{

}

}

**Dropdown list:**

using OpenQA.Selenium;

using OpenQA.Selenium.Chrome;

using System;

class Program

{

static void Main()

{

// Initialize the WebDriver (make sure to have the appropriate driver executable installed)

IWebDriver driver = new ChromeDriver();

// Navigate to a webpage with a custom dropdown

driver.Navigate().GoToUrl("https://example.com");

// Locate the custom dropdown and click it to expand the options

IWebElement customDropdown = driver.FindElement(By.Id("customDropdown"));

customDropdown.Click();

// Locate and click the desired option within the custom dropdown

IWebElement option = driver.FindElement(By.XPath("//div[@class='dropdown-option' and text()='Option Text']"));

option.Click();

}

}

**Normal Drop down with using select :**

<select name="dropdown">

<option value="1">Option 1</option>

<option value="2">Option 2</option>

<option value="3">Option 3</option>

</select>

IWebDriver driver = new ChromeDriver();

driver.Navigate().GoToUrl("https://example.com");

IWebElement dropdownElement = driver.FindElement(By.Id("dropdown-id"));

SelectElement select = new SelectElement(dropdownElement);

select.SelectByIndex(2); // By index

select.SelectByValue("option-value"); // By value

select.SelectByText("Option Text"); // By visible text

**Hover Over and Click**:

If the dropdown opens on hover, you can use Actions to hover over the dropdown trigger element and then click the desired option.

IWebElement dropdownTrigger = driver.FindElement(By.Id("dropdown-trigger"));

IWebElement optionElement = driver.FindElement(By.XPath("//div[@id='custom-dropdown']//div[text()='Option Text']"));

Actions actions = new Actions(driver);

actions.MoveToElement(dropdownTrigger).Click(optionElement).Perform()

**Keyboard Navigation**:

You can use Actions to simulate keyboard actions like arrow keys to navigate through the dropdown options.

IWebElement dropdown = driver.FindElement(By.Id("custom-dropdown"));

IWebElement optionElement = driver.FindElement(By.XPath("//div[@id='custom-dropdown']//div[text()='Option Text']"));

Actions actions = new Actions(driver);

actions.Click(dropdown).SendKeys(Keys.ArrowDown).SendKeys(Keys.Enter).Perform();

Mouse Actions:

**Clicking an Element:**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.Click(element).Build().Perform();

**Double-Clicking an Element:**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.DoubleClick(element).Build().Perform();

**Right-Clicking an Element (Context Click):**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.ContextClick(element).Build().Perform();

**Hovering Over an Element:**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.MoveToElement(element).Build().Perform();

**Dragging and Dropping an Element:**

Actions actions = new Actions(driver);

IWebElement sourceElement = driver.FindElement(By.Id("source-id"));

IWebElement targetElement = driver.FindElement(By.Id("target-id"));

actions.DragAndDrop(sourceElement, targetElement).Build().Perform();

* **Keyboard Actions:**

**Typing Text Using SendKeys:**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.Click(element).SendKeys("Hello, World!").Build().Perform();

**Simulating Keyboard Shortcuts:**

Actions actions = new Actions(driver);

actions.KeyDown(Keys.Control).SendKeys("a").KeyUp(Keys.Control).Build().Perform();

* **Combining Actions:**

**Chaining Multiple Actions:**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.MoveToElement(element).Click().SendKeys("Text").Build().Perform();

* **Advanced Interactions:**

**Click and Hold (e.g., for Drag-and-Drop):**

Actions actions = new Actions(driver);

IWebElement element = driver.FindElement(By.Id("element-id"));

actions.ClickAndHold(element).MoveByOffset(100, 0).Release().Build().Perform();

**Perform and Build of Action Class:**

**Build Method:**

The Build method is used to create a sequence of actions (an "action chain") by chaining together multiple actions. However, calling Build does not actually execute the actions; it prepares them for execution but doesn't perform them immediately.

**Perform Method:**

The Perform method is used to execute the sequence of actions that you've built using the Actions class. When you call Perform, it sends the entire sequence of actions to the browser, which then simulates those actions as if a user is interacting with the web page.

How do you locate and interact with a specific element (e.g., a button or checkbox) within a grid view using Selenium WebDriver in C#?

IWebDriver driver = new ChromeDriver();

// Navigate to the webpage with the grid view

driver.Navigate().GoToUrl("https://example.com");

// Locate the grid view

IWebElement gridView = driver.FindElement(By.Id("gridView"));

// Locate the row with Product ID "101"

IWebElement row = gridView.FindElement(By.XPath("//tr[td[text()='101']]"));

// Locate and click the "View" button in that row

IWebElement viewButton = row.FindElement(By.ClassName("btn-view"));

viewButton.Click();

**Boundary testing**

Boundary testing, also known as boundary value analysis or boundary testing technique, is a software testing method used to evaluate the behavior of an application or system at the boundaries of its input domain. The goal is to identify issues that may occur when input values are at the extreme limits, including the minimum and maximum values allowed.

Boundary testing is particularly valuable because many defects and unexpected behaviors often manifest at the edges of acceptable input ranges. By testing boundary values, you can uncover issues related to data validation, calculations, and system stability.

Here are some key aspects of boundary testing:

Boundary Conditions: Boundary testing focuses on testing values that are just inside, just outside, or precisely on the boundary conditions defined in the system's specifications. These conditions are often where problems arise.

Input Ranges: It applies to various types of input, including numerical values, date and time ranges, character strings, and any other input domains relevant to the application.

Minimum and Maximum Values: Testers explore the minimum and maximum values allowed by the system's design constraints. For example, if a text field allows between 1 and 100 characters, you'd test with inputs of 1 character, 100 characters, and 101 characters.

Edge Cases: Edge cases refer to values that are right on the edge of what's allowed. For example, if an age input field accepts values between 18 and 65, you'd test with values of 18, 19, 64, and 65.

Invalid Inputs: In addition to valid boundary values, you should test invalid inputs just beyond the boundary conditions. For example, for an age input field, test with negative values or values greater than 65 (assuming those are invalid inputs).

Error Handling: Pay attention to how the system handles boundary conditions. Does it reject invalid inputs appropriately? Does it produce accurate results for valid boundary inputs?

Documentation Review: Review the system's specifications and requirements to identify the boundary conditions explicitly defined by the project. These will guide your testing efforts.

Test Data Generation: Generate test data for both valid and invalid boundary conditions. Testers often use both manual data entry and automated testing tools to cover a wide range of cases.

Combinations: Sometimes, boundary conditions intersect. For example, if you have two fields for minimum and maximum values, you might test the scenario where the minimum value is greater than the maximum (an invalid combination).

Regression Testing: Include boundary tests as part of your regression testing suite to ensure that changes to the application don't introduce new boundary-related issues.

Boundary testing is applicable in various domains, including numeric inputs, date and time calculations, input field lengths, file size limits, and more. It's an essential technique for ensuring the robustness and reliability of software systems.

**Equivalence partitioning**

It is a software testing technique that involves dividing the input space of a system or component into groups of equivalent or similar input values. The idea is to test representative values from each partition to ensure that the software behaves consistently within each group. This technique helps reduce the number of test cases while still providing good coverage of the input space.

The key concept in equivalence partitioning is that if one test case from a partition passes, it is assumed that all other test cases within that partition will behave the same way, and there is no need to test them individually.

Here's an example of equivalence partitioning:

Scenario: Consider a simple login page for a web application. The application requires users to enter a username and password to log in.

Requirements:

Usernames should be between 6 and 12 characters long.

Passwords should be at least 8 characters long.

Both username and password fields are mandatory.

In this scenario, we can identify several equivalence partitions for testing:

Valid Usernames:

This partition includes valid usernames that are between 6 and 12 characters long.

Equivalence Class 1:

* Valid usernames (e.g., "user123", "john\_doe")
* Invalid Usernames: This partition includes usernames that do not meet the length requirement.

Equivalence Class 2:

* Usernames with fewer than 6 characters (e.g., "user")

Equivalence Class 3:

* Usernames with more than 12 characters (e.g., "very\_long\_username")

Valid Passwords:

This partition includes valid passwords that are at least 8 characters long.

Equivalence Class 4:

* Valid passwords (e.g., "password123", "securePwd")
* Invalid Passwords: This partition includes passwords that do not meet the length requirement.

Equivalence Class 5:

1. Passwords with fewer than 8 characters (e.g., "pwd123")

Equivalence Class 6:

1. Empty passwords (e.g., "")

Now, we can design test cases to cover each equivalence class:

Test Case 1: Valid username and valid password (e.g., "user123", "password123")

Test Case 2: Valid username and invalid password (e.g., "user123", "pwd")

Test Case 3: Invalid username and valid password (e.g., "user", "securePwd")

Test Case 4: Invalid username and invalid password (e.g., "very\_long\_username", "pwd")

Test Case 5: Valid username and empty password (e.g., "john\_doe", "")

Test Case 6: Empty username and valid password ("", "securePwd")

Test Case 7: Empty username and empty password ("", "")

Certainly, let's map equivalence classes to test cases in detail. Equivalence classes represent groups of input values that should behave similarly. Test cases are designed to cover each equivalence class, ensuring that you test various scenarios efficiently. In this example, we'll focus on mapping equivalence classes for a login form to specific test cases.

Equivalence Classes for Username Field:

Equivalence Class 1 (Valid Usernames):

Representative Values: "user123", "john\_doe"

These are valid usernames within the specified character length range.

Equivalence Class 2 (Invalid Usernames, less than 6 characters):

Representative Values: "abc", "x"

These usernames do not meet the minimum length requirement.

Equivalence Class 3 (Invalid Usernames, more than 12 characters):

Representative Values: "very\_long\_username", "thisisareallylongusername"

These usernames exceed the maximum length allowed.

Equivalence Classes for Password Field:

Equivalence Class 4 (Valid Passwords):

Representative Values: "password123", "securePwd"

These are valid passwords meeting the minimum character length requirement.

Equivalence Class 5 (Invalid Passwords, less than 8 characters):

Representative Values: "pwd123", "1234567"

These passwords do not meet the minimum length requirement.

Mapping Equivalence Classes to Test Cases:

Now, let's map each equivalence class to specific test cases based on the representative values:

Test Cases for Equivalence Class 1 (Valid Usernames):

Test Case 1: Valid username and valid password

Username: "user123"

Password: "password123"

Test Case 2: Valid username and valid but short password

Username: "user123"

Password: "pwd123"

Test Case 3: Valid username and invalid, very long password

Username: "user123"

Password: "thisisareallylongpassword"

Test Cases for Equivalence Class 2 (Invalid Usernames, less than 6 characters):

Test Case 4: Invalid short username and valid password

Username: "abc"

Password: "securePwd"

Test Case 5: Invalid short username and invalid short password

Username: "x"

Password: "x"

Test Cases for Equivalence Class 3 (Invalid Usernames, more than 12 characters):

Test Case 6: Invalid very long username and valid password

Username: "very\_long\_username"

Password: "securePwd"

Test Cases for Equivalence Class 4 (Valid Passwords):

Test Case 7: Valid username and empty password

Username: "user123"

Password: ""

Test Case 8: Empty username and valid password

Username: ""

Password: "securePwd"

Test Case 9: Empty username and empty password

Username: ""

Password: ""

Test Cases for Equivalence Class 5 (Invalid Passwords, less than 8 characters):

Test Case 10: Valid username and invalid short password

Username: "john\_doe"

Password: "x"

These test cases are designed to cover each equivalence class, ensuring that you test various scenarios efficiently without having to test every possible username and password combination individually. Each test case represents a specific scenario that helps verify the behavior of the login form based on the defined equivalence classes.

**Decision table:**

Let's explore a practical example of decision table testing in the context of a simple online shopping cart system. In this scenario, the decision to be tested is whether or not to apply a discount to a customer's purchase based on various conditions.

Decision: Apply a discount to a customer's purchase.

Conditions:

Customer Type (Regular, Premium)

Total Purchase Amount

Special Promotion (Yes, No)

Outcomes:

Apply a 10% discount.

Apply a 5% discount.

No discount applied.

Decision Table:

Customer Type Purchase Amount Promotion Outcome

Regular $100 or more Yes Apply 10% discount

Regular $100 or more No Apply 5% discount

Regular Less than $100 Yes Apply 5% discount

Regular Less than $100 No No discount applied

Premium $100 or more Yes Apply 10% discount

Premium $100 or more No Apply 10% discount

Premium Less than $100 Yes Apply 5% discount

Premium Less than $100 No No discount applied

Generated Test Cases:

Test Case 1: Regular customer, total purchase amount $120, special promotion: Yes.

Expected Outcome: Apply a 10% discount.

Test Case 2: Regular customer, total purchase amount $120, special promotion: No.

Expected Outcome: Apply a 5% discount.

Test Case 3: Regular customer, total purchase amount $80, special promotion: Yes.

Expected Outcome: Apply a 5% discount.

Test Case 4: Regular customer, total purchase amount $80, special promotion: No.

Expected Outcome: No discount applied.

Test Case 5: Premium customer, total purchase amount $120, special promotion: Yes.

Expected Outcome: Apply a 10% discount.

Test Case 6: Premium customer, total purchase amount $120, special promotion: No.

Expected Outcome: Apply a 10% discount.

Test Case 7: Premium customer, total purchase amount $80, special promotion: Yes.

Expected Outcome: Apply a 5% discount.

Test Case 8: Premium customer, total purchase amount $80, special promotion: No.

Expected Outcome: No discount applied.

By using decision table testing, you systematically cover various combinations of customer types, purchase amounts, and special promotions, ensuring that the software correctly applies discounts according to the specified conditions. This approach helps achieve comprehensive test coverage while managing complexity.

**Synchronization in Selenium with C#:**

Synchronization in Selenium refers to the techniques and strategies used to ensure that automated tests interact with web elements and the web application in a stable and reliable manner, regardless of the variations in web page loading times, element rendering, or server responses. It's crucial because web applications are dynamic, and elements may load or change at different speeds.

Why Synchronization is Important:

Varying Page Load Times: Web pages may load at different speeds based on factors like network latency, server load, or complex JavaScript rendering. Without synchronization, tests may attempt to interact with elements before they are fully loaded, leading to test failures.

Asynchronous Operations: Modern web applications often use asynchronous techniques, such as AJAX requests, to load data or update parts of a page. Synchronization is necessary to wait for these asynchronous operations to complete.

Dynamic Content: Elements on a web page may appear, disappear, or change dynamically based on user interactions or data updates. Synchronization helps tests adapt to such changes.

How to Achieve Synchronization in Selenium with C#:

**Implicit Waits:**

Implicit waits are set at the driver level and apply globally to all find element commands.They instruct the WebDriver to wait for a certain amount of time before throwing a NoSuchElementException if the element is not found.

Example:

driver.Manage().Timeouts().ImplicitWait = TimeSpan.FromSeconds(10);

**Explicit Waits:**

Explicit waits allow you to wait for a specific condition to be met before proceeding with the test.You can use conditions like ExpectedConditions.ElementIsVisible,ExpectedConditions.ElementToBeClickable, etc., to wait for specific element states.

Example

WebDriverWait wait = new WebDriverWait(driver, TimeSpan.FromSeconds(10));

IWebElement element = wait.Until(ExpectedConditions.ElementIsVisible(By.Id("element-id")));

**Fluent Waits:**

Fluent waits combine implicit and explicit waits to provide more fine-grained control.

They allow you to define the polling interval and timeout duration, making them flexible for dynamic scenarios.

Example:

DefaultWait<IWebDriver> fluentWait = new DefaultWait<IWebDriver>(driver);

fluentWait.Timeout = TimeSpan.FromSeconds(30);

fluentWait.PollingInterval = TimeSpan.FromMilliseconds(500);

fluentWait.IgnoreExceptionTypes(typeof(NoSuchElementException));

IWebElement element = fluentWait.Until(ExpectedConditions.ElementIsVisible(By.Id("element-id")));

**Page Load Timeout:**

driver.Manage().Timeouts().PageLoad = TimeSpan.FromSeconds(30);

The choice between using explicit waits or fluent waits in Selenium depends on the specific requirements and behavior of your web application and test scenarios. Here are some guidelines to help you decide which one to use:

**When to USE :**

**Use Explicit Waits When:**

You Have a Specific Condition to Check: If you know exactly what condition you need to wait for, such as an element becoming clickable or visible, explicit waits are a straightforward choice. You can specify the condition directly.

Fixed and Predictable Timing: When the timing of an element's appearance or change is fixed and predictable, explicit waits with a static timeout are effective. For example, waiting for a login button to become clickable after clicking a "Sign In" link.

Simple Waiting Scenarios: If your synchronization needs are straightforward and do not involve complex or dynamic behavior, explicit waits are easier to set up and use.

**Use Fluent Waits When:**

Conditions Are Gradual or Variable: When elements may appear, change, or become available gradually or with varying timings, fluent waits are more appropriate. You can set a dynamic timeout and polling interval to handle these situations.

Non-Blocking Waits: Fluent waits are non-blocking, meaning they allow your test script to continue execution during the wait, checking the condition periodically. This is useful for scenarios where you want to multitask while waiting.

Fine-Tuned Synchronization: Fluent waits provide more control over synchronization, making them suitable for scenarios where precise control over the waiting process is needed. You can adjust the polling interval to match the behavior of the application.

Handling Dynamic Elements: If your application involves dynamic elements or AJAX requests, fluent waits are often the better choice because they allow you to wait for elements to appear or change over time.

In many cases, a combination of both explicit and fluent waits may be used within the same test suite, depending on the specific scenarios you encounter. You can choose the synchronization approach that best fits each individual test case.

Additionally, consider the maintainability of your tests. Explicit waits with clear and descriptive conditions may be easier to read and understand for simple scenarios, while fluent waits provide more control for complex synchronization needs. The key is to select the synchronization method that aligns with your application's behavior and the timing requirements of your tests.

**Table in Gherkin Language:**

**Creating a Table Object**:

**[Given(@"the following products are added to the shopping cart:")]**

**public void GivenTheFollowingProductsAreAddedToTheShoppingCart(Table table)**

**{**

**}**

**Accessing Rows and Columns:**

You can access the rows and columns of the table using the following methods:

table.Rows: Returns a collection of TableRow objects, where each TableRow represents a row in the table.

table.HeaderRow: Returns the header row of the table as a TableRow object.

**Iterating Through Rows:**

foreach (var row in table.Rows)

{

var productName = row["Product"]; // Access data in the "Product" column

var quantity = row["Quantity"]; // Access data in the "Quantity" column

// Your code here

}

**Converting to a Collection:**

var products = table.CreateSet<Product>();

**Converting to a Dictionary:**

var dataDictionary = table.CreateDynamicSet();

Given some step with a table:

| Header1 | Header2 | Header3 |

| Data1 | Data2 | Data3 |

| Data4 | Data5 | Data6 |

| Data7 | Data8 | Data9 |

In this format:

Each row is enclosed within vertical bars (|).

***The first row is often used as the header row and contains column names or labels (e.g., Header1, Header2, Header3).***

Subsequent rows contain data for the corresponding columns (e.g., Data1, Data2, Data3).

**why we have (.\*) for step definition in c# selenium**

In C# with Selenium and SpecFlow (or other BDD frameworks), the (.\*) is a regular expression pattern used in step definition methods to capture dynamic values from the Gherkin scenarios. It's a way to make step definitions more flexible and reusable because it allows you to match different values for a specific part of the step.

Here's how it works:

Regular Expression (Regex): (.\*) is a regex pattern. In regex, . matches any character, and \* means "zero or more occurrences." So, (.\*) matches any sequence of characters.

Parameter Capturing: When you use (.\*) in a step definition, it captures the part of the step that matches this pattern. For example:

[Given(@"the user searches for '(.\*)'")]

public void GivenTheUserSearchesFor(string searchTerm)

{

// 'searchTerm' will capture the value provided in the Gherkin step

}

In the above step definition, if your Gherkin step is "Given the user searches for 'laptop'," the value "laptop" will be captured as the searchTerm parameter.

Flexibility: Using (.\*) allows you to match various inputs for the same step, making your step definitions versatile. You can reuse the same step definition for different scenarios by capturing and using the dynamic values provided in the Gherkin steps.

Parameter Passing: The captured values can be passed as arguments to methods or used for validation and interactions with your application. This makes your automation code more adaptable to different scenarios.

Here's a summary of how (.\*) is used:

(.\*) is a regex pattern used to capture dynamic values.

It allows you to make your step definitions more flexible and reusable.Captured values can be used as method parameters in your step definition code.It's a common practice in BDD frameworks like SpecFlow to handle varying input values in Gherkin scenarios.

**When someone asks about the framework used in your C# Selenium project**

**Modularity, Abstraction, POM, Test Data Management, Version Control and Collaboration**:

**Modularity:**

Example: In an e-commerce testing framework, you have separate modules or classes for different pages like HomePage, ProductPage, CartPage, and CheckoutPage. Each module contains methods and locators related to that specific page. This modularity allows you to update or add tests for individual pages without affecting others.

**Abstraction or POM:**

public class LoginPage

{

private IWebDriver driver;

public LoginPage(IWebDriver driver)

{

this.driver = driver;

}

public void NavigateToLoginPage(string url)

{

driver.Navigate().GoToUrl(url);

}

public void Login(string username, string password)

{

driver.FindElement(By.Id("username")).SendKeys(username);

driver.FindElement(By.Id("password")).SendKeys(password);

driver.FindElement(By.CssSelector("button[type='submit']")).Click();

}

public bool IsLoggedIn()

{

WebDriverWait wait = new WebDriverWait(driver, TimeSpan.FromSeconds(10));

return wait.Until(d => d.Url.Contains("/dashboard"));

}

}

IWebDriver driver = new ChromeDriver();

LoginPage loginPage = new LoginPage(driver);

loginPage.NavigateToLoginPage("https://example.com/login");

loginPage.Login("myusername", "mypassword");

Assert.IsTrue(loginPage.IsLoggedIn());

**Configuration management:**

In a real-world Selenium test automation framework, configuration management plays a crucial role in managing various settings and parameters needed for your tests. Here's an example of how you can implement configuration management with different types of configurations in a C# Selenium framework.

**Scenario:** Let's assume you're building an automation framework for testing an e-commerce website. You need to manage configurations related to test environments (e.g., URLs, browser configurations), test data, and timeouts.

**Types of Configurations:**

Environment Configuration: This includes settings like URLs for different test environments (e.g., development, staging, production).

Browser Configuration: Configure the browser and its options (e.g., headless mode, browser type).

Test Data Configuration: Manage test data (e.g., usernames, passwords) that your tests will use.

Timeout Configuration: Define timeouts for various actions like page loads, element waits, and script executions.

|  |  |
| --- | --- |
| **Environment Configuration** | **{**  **"Environment": {**  **"BaseUrl": "https://example.com",**  **"EnvironmentType": "staging"**  **}**  **}** |
| **Browser Configuration** | **{**  **"Browser": {**  **"BrowserType": "chrome",**  **"HeadlessMode": false**  **}**  **}** |
| **Test Data Configuration** | **{**  **"UserData": {**  **"ValidUser": {**  **"Username": "testuser",**  **"Password": "password123"**  **},**  **"InvalidUser": {**  **"Username": "invaliduser",**  **"Password": "invalidpassword"**  **}**  **}**  **}** |
| **Timeout Configuration** | **{**  **"Timeouts": {**  **"ElementWaitTimeout": 10,**  **"PageLoadTimeout": 30,**  **"ScriptTimeout": 15**  **}**  **}** |
|  |  |

using Microsoft.Extensions.Configuration;

public class ConfigurationManager

{

private readonly IConfiguration \_config;

public ConfigurationManager()

{

var builder = new ConfigurationBuilder()

.SetBasePath(Directory.GetCurrentDirectory())

.AddJsonFile("appsettings.json");

\_config = builder.Build();

}

public string GetBaseUrl()

{

return \_config.GetSection("Environment")["BaseUrl"];

}

public string GetEnvironmentType()

{

return \_config.GetSection("Environment")["EnvironmentType"];

}

public string GetBrowserType()

{

return \_config.GetSection("Browser")["BrowserType"];

}

public string GetUserData(string userType, string field)

{

return \_config.GetSection("UserData")[userType][field];

}

public int GetElementWaitTimeout()

{

return int.Parse(\_config.GetSection("Timeouts")["ElementWaitTimeout"]);

}

public int GetPageLoadTimeout()

{

return int.Parse(\_config.GetSection("Timeouts")["PageLoadTimeout"]);

}

public int GetScriptTimeout()

{

return int.Parse(\_config.GetSection("Timeouts")["ScriptTimeout"]);

}

}

// Initialize ConfigurationManager

var configManager = new ConfigurationManager();

// Use configurations in your tests

string baseUrl = configManager.GetBaseUrl();

string browserType = configManager.GetBrowserType();

bool headlessMode = configManager.IsHeadlessModeEnabled();

string validUsername = configManager.GetUserData("ValidUser", "Username");

string validPassword = configManager.GetUserData("ValidUser", "Password");

int elementWaitTimeout = configManager.GetElementWaitTimeout();

// Use these values to set up your Selenium WebDriver, perform actions, and make assertions.

using OpenQA.Selenium;

using OpenQA.Selenium.Support.UI;

public class LoginPage

{

private IWebDriver \_driver;

private WebDriverWait \_wait;

private ConfigurationManager \_configManager;

public LoginPage(IWebDriver driver)

{

\_driver = driver;

\_wait = new WebDriverWait(driver, TimeSpan.FromSeconds(10));

\_configManager = new ConfigurationManager();

}

public void NavigateToLoginPage()

{

\_driver.Navigate().GoToUrl(\_configManager.GetBaseUrl());

}

public void EnterUsername(string username)

{

\_driver.FindElement(By.Id("username")).SendKeys(username);

}

public void EnterPassword(string password)

{

\_driver.FindElement(By.Id("password")).SendKeys(password);

}

public void ClickLoginButton()

{

\_driver.FindElement(By.Id("login-button")).Click();

}

}